Assignment operators

Outline

- In this lesson, we will:
  - Look at swapping two local variables
  - Describe the automatic assignment operators
  - Describe the automatic increment and decrement operators

Assignment operators

Background

- We have seen that assignment can be used for local variables:
  ```cpp
double x{};
double y{};

std::cout << "Enter a value of x: ";
std::cin >> x;

y = x*x + 3.2*x - 1.5;

std::cout << y << std::endl;
```

Swapping values

- Suppose we have two local variables and we need to swap their values:
  ```cpp
int main() {
  double x{};
  double y{};
  std::cin >> x;
  std::cin >> y;

  // Make sure x >= y
  if (x < y) {
    // Swap x and y
    
    std::cout << "max( x, y ) = " << x << std::endl;
  
  return 0;
  }

  std::cout << "min( x, y ) = " << x << std::endl;
```
Swapping values

- Problem: Once a local variable is assigned, its original value is overwritten:

```cpp
// Make sure x >= y
if (x < y) {
    x = y;
    // Both 'x' and 'y' have the same value
    // - the original value of 'x' is lost
}
```

- Solution: Save the value of `x` in a temporary local variable before assigning it the value of `y`

```cpp
// Make sure x >= y
if (x < y) {
    double tmp = x;
    x = y;
    y = tmp;
}
```

```cpp
std::cout << max(x, y) = " << x << std::endl;
```

Automatic assignment

- Another common collection of assignments is to update a variable:

```cpp
x = x + 3;
x = x - 10;
x = x*2;
x = x/(r*r + 2*r + 1);
n = n%10;
```

- These can instead be written as:

```cpp
x += 3;    // automatic addition
x -= 10;   // automatic subtraction
x *= 2;    // automatic multiplication
x /= r*r + 2*r + 1;  // automatic division
n %= 10;   // automatic modulus
```

Autoincrement and autodecrement

- Another very common operation is to change an integer local variable by plus or minus one:

```cpp
n = n + 1;
n = n - 1;
```

- These can instead be written as:

```cpp
n += 1;  // auto-addition of 1
n -= 1;  // auto-subtraction by 1
```

- These can instead be written as:

```cpp
++n;      // auto-increment
--n;      // auto-decrement
```
What’s the difference?

- What is the difference between ++n and n++?
  - Remember that a + b evaluates to whatever the sum is, so
    \[ x = a + b; \]  // Assign x the sum of a + b
  - Both ++n and n++ add one to n, but:
    What does ++n and n++ evaluate to?

Assignment operators

#include <iostream>

// Function declarations
int main();

// Function definitions
int main() {
    int n(752);
    std::cout << (++n) << std::endl;  // 753
    std::cout << n << std::endl;  // 753
    std::cout << (n++) << std::endl;  // 754
    std::cout << n << std::endl;  // 754
    return 0;
}

Output:
753
753
753
754

What’s the difference?

- If used by itself, as a single statement, both ++n; and n++; do exactly the same thing with no difference what-so-ever
  - They both add one to n

- It is only if you do something with what these evaluate to that it makes a difference...
  - You will never use this in this course

- One small difference: ++n is more efficient than n++, because the latter must temporarily store the original value of n
  - In this class, we will always use ++n; and --n; as a single statement

Summary

- Following this lesson, you now:
  - Know how to swap local variables
  - Understand
    \[ x = x + y*y + 1; \]
    and
    \[ x += y*y + 1; \]
    are equivalent
  - Understand the automatic assignment operators
    - = *= /= %=
  - Know the auto-increment and auto-decrement operators
    ++n n++ --n n--
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